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MQTT-A: A broker-bridging P2P architecture
to achieve anonymity in MQTT

Francesco Buccafurri, Member, IEEE, Vincenzo De Angelis, and Sara Lazzaro

Abstract—The demand for privacy in the current digital era is
continuously growing. This is particularly true in the context of
IoT, in which huge amounts of data are handled. Communication
anonymity is a fundamental requirement when high privacy levels
should be guaranteed. On the other hand, very little attention
has been devoted to this problem in the past scientific literature,
when referring to MQTT, which is the de-facto standard for IoT
communication. In this paper, we try to cover this gap. Specifi-
cally, we propose a new protocol, called MQTT-A, which extends
the MQTT bridging mechanism to support the anonymity of both
publishers and subscribers. This task is accomplished through the
P2P collaboration of intermediate bridge brokers, which forward
the requests of clients so that the final broker cannot understand
the actual source/destination. Moreover, an anonymity-preserving
topic discovery mechanism is provided, which allows clients
to discover available topics and associated brokers, preventing
client identification. Importantly, all the MQTT-A messages are
exchanged by leveraging standard MQTT primitives and the
bridging mechanism natively offered by MQTT. This allows us
not to require changes in the standard MQTT infrastructure. To
validate the performance of our solution, we performed a deep
experimental campaign by deploying the bridge brokers on cloud
platforms in various countries of the world. The experimental
validation shows that, the price of latency we have to pay because
of the trade-off with anonymity is quite reasonable. Moreover, no
significant impact on goodput occurs in the case of good network
conditions.

Index Terms—Anonymity, Privacy, IoT, MQTT bridging, P2P.

I. INTRODUCTION

INTERNET OF THINGS [1] is an evolving paradigm in
which smart objects are connected to each other to de-

liver services. Since IoT devices can be resource-constrained,
traditional communication protocols such as HTTP cannot be
adopted to connect them. Therefore, researchers proposed new
lightweight protocols allowing communication in scenarios in
which limited bandwidth is available and energy consumption
is a serious issue. MQTT [2] is the most popular protocol in
the IoT context. As highlighted by [3], MQTT is the best
candidate for M2M communication due to its lightweight
features and ability to work efficiently in low-power and
limited memory devices as compared to its counterpart, CoAP.
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Specifically, MQTT has numerous applications such as home
automation [4], sensor networks [5], smart manufacturing [6],
and smart-city services [7]. Moreover, to address the issues
related to smartphones such as their limitations in terms
of battery life and network bandwidth, the Facebook social
network [8] employs MQTT for instant messaging [9]–[12].
Also AWS (Amazon Web Services) IoT uses MQTT due to
several features such as fault tolerance, support for intermittent
connectivity, and high efficiency in terms of the network
bandwidth consumption and device memory [13].

Despite its large adoption, MQTT presents several security
and privacy issues [14]–[16]. Actually, as pointed out by [17],
these issues concern the IoT context in general. Indeed, due
to resource constraints, smart devices are unable to support
highly secure protocols and cryptographic algorithms. This
may in principle lead to serious threats, due to the pervasive-
ness of IoT devices and their interaction with the physical
world. Specifically, at the application layer, [18] identifies
four issues: mutual authentication [19]–[22], information pri-
vacy [23]–[27], data management [28]–[30], and application-
specific vulnerabilities [31]–[33].

Most of the privacy-preserving solutions proposed in the
literature are intended to ensure that users are aware of who
is collecting their personal data and how data are collected
and used [26].

Nonetheless in collecting them, third parties may also
collect metadata related to communications with users’ IoT
devices. In fact, not concealing such metadata may create a
huge privacy leakage. This is because metadata could allow
third parties to link data from different IoT devices belonging
to the same user. This way, third parties may be able to track
and profile users, thus compromising their privacy.

Communication anonymity is a fundamental requirement
when high privacy levels should be guaranteed. On the other
hand, very little attention has been devoted to this problem
in the past scientific literature, also regarding MQTT. In this
paper, we try to cover this gap.

Specifically, we aim to prevent the identification of MQTT
publishers and subscribers when sending/receiving data, in
every phase of the protocol, including the topic discovery.
Observe that the direct application of existing anonymous
access to the network like Tor [34] or I2P [35] is not possible,
as MQTT clients cannot support existing protocols of this
family. This is due to the heavy computational effort and
time overhead they require for operations such as layered
encryption of messages and tunnel construction in the network.
In addition, these protocols require clients to perform some
operations using public-key encryption, which is much heavier
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than symmetric encryption.
On the other hand, for privacy reasons and censorship

resistance, also in the context of IoT, anonymity requirements
are becoming emerging, to the extent that IoT devices are more
and more the digital counterpart of humans.

Therefore, a practical solution MQTT-compliant borrowed
from ideas belonging to the field of anonymous communica-
tion networks [36] is highly desirable. This is the contribution
of this paper.

According to the standard definition [37], there are three
types of communication anonymity that we can reach. Sender
anonymity means hiding the identity of a sender inside a set of
potential senders. Similarly, recipient anonymity means hiding
the identity of a recipient inside a set of potential recipients.
Finally, relationship anonymity means hiding the fact that
a given sender and a given recipient are communicating. It
is easy to see that guaranteeing just one, between sender
and recipient anonymity, is enough to obtain relationship
anonymity.

In MQTT, publishers play the role of senders and sub-
scribers play the role of recipients. Our solution reaches both
sender and recipient anonymity, then relationship anonymity
too. Furthermore, the proposed approach can be applied just
from one side (publishers or subscribers) achieving just one
between sender and recipient anonymity (but still enough to
obtain relationship anonymity).

The problem with the standard MQTT approach is that
clients communicate directly with the broker, thus it is able to
infer important information about them [38].

To solve this problem, we take advantage of the bridging
architecture offered by MQTT (see Section II for details).
In this architecture, clients do not communicate directly with
the broker that hosts the topics, but through an intermediate
broker called bridge broker. This natively implements a weak
form of anonymity, which is, in general, not sufficient. Indeed,
the bridge broker merely forwards requests of clients without
hiding some patterns (e.g., number of requests, topics of
interest, and so on) sufficient for client re-identification.

The core of our proposal is to set up an anonymous peer-to-
peer (P2P) network composed of bridge brokers such that the
final broker cannot discover which actual bridge broker has
started the communication. Our solution is inspired by [39].
We chose this protocol since it is lighter than alternative solu-
tions (e.g., [34]) and, then, more suitable for IoT applications.
Moreover, our solution is designed to be transparent to MQTT
clients, leaving all the complexities to the brokers. This leads
to two main advantages. First, clients can use our protocol
regardless of whether they implement MQTT or MQTT-SN
[40]. Second, also resource-constrained clients can leverage
our protocol.

The experiments performed in Section VIII show that an
(acceptable) price in terms of latency has to be paid if
both sender and recipient anonymity are desired (and then
relationship anonymity too). However, when just one between
sender and recipient anonymity is enough (thus achieving also
relationship anonymity), the latency required by our protocol
is halved. In terms of goodput, no appreciable difference is

observed in the case of good network conditions (i.e., low
round-trip time between bridge brokers).

To provide a complete and effective solution, we did not
neglect an aspect not strictly related to MQTT communication,
but nevertheless of critical importance regarding anonymity.
We refer to the problem of topic discovery, that is, how
to allow clients to know which topics are available and the
brokers that host them. This aspect is not treated in the
standard MQTT protocol ( [41], [42]), in which it is assumed
that clients know in advance topics and where to find them.
This can be true for some applications where publishers can
advertise the topics to which they send data or subscribers
can advertise their interest in a given topic. However, when
anonymity is desired, this advertisement mechanism cannot be
trivially adopted. Therefore, a suitable mechanism has to be
investigated. This is another outcome of this paper.

To summarize, the main highlights of this paper are the
following:

• We provide an anonymity protocol supporting publisher
and subscriber anonymous communication with a remote
broker. We call this protocol MQTT-Anonymous (MQTT-
A).

• We define an anonymity-preserving discovery protocol
that allows the clients to know the available topics and
the brokers hosting them.

• All the exchanged information used to implement the
above protocols is provided through standard MQTT
messages. This avoids infrastructural changes in the ar-
chitecture and requires no particular effort for clients and
brokers.

The structure of the paper is the following. In Section
II, we provide some background notions about the MQTT
protocol and the bridging mechanism. The considered sce-
nario and the motivations leading to this work are discussed
in Section III. In Section IV, we propose the anonymity-
preserving discovery protocol and in Section V, we provide
the details about our anonymity protocol. In Section VI, we
analyze the computational complexity and the overhead of
the proposed approach. Some refinements of the protocol to
manage QoS and path intersection are provided in Section
VII. We perform an experimental validation in Section VIII
by comparing MQTT-A with standard MQTT. We analyze the
security of the proposed approach in Section IX. In Section
X, we overview the literature about the security problems in
MQTT. Finally, in Section XI, we draw our conclusions.

II. BACKGROUND

MQTT is a client-server publish/subscribe messaging trans-
port protocol [2]. Two kinds of agents are involved in the
message exchange: MQTT clients and MQTT brokers. In
turn, MQTT clients can be of two types: publisher (producer
of information) and subscriber (consumer of the provided
information). An MQTT client can play both roles of publisher
and subscriber even at the same time. The MQTT protocol
requires that the information provided by a publisher must be
associated with a topic, which in general is used to categorize
the information itself. Therefore, a subscriber can manifest
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that it is interested in receiving certain information by just
specifying its topic.

A topic can present one or more levels separated by a
forward slash (‘/’). This way, topics can be organized in a
hierarchical structure. Nevertheless, there is no standardized
semantic model for MQTT topics, therefore the name of a
topic can be chosen freely by publishing or subscribing entities
[43].

Unlike the classical client-server architecture, in the MQTT
architecture, publishers and subscribers do not communicate
directly between them, but through an MQTT broker. This
mechanism is sketched in Figure 1. As depicted in the figure,
first all the subscribers interested in a given topic (say T )
should send the broker a subscribe message sub(T ) specifying
such a topic (dashed arrows). Then, when a publisher sends
a message to the broker, it specifies the information I and
the topic T to which that information should be published.
This message is reported in Figure 1 as pub(T, I) (solid
arrows). Then, the broker forwards the above message to all
the subscribers interested in that topic.

Concerning MQTT messages, they present a limited amount
of overhead, since the protocol header is only 2 bytes. More-
over, MQTT limits the payload dimension up to a maximum
size of 256 MBytes. These constraints make MQTT suitable
for low-bandwidth networks and resource-constrained clients,
such as IoT devices.

Furthermore, in both publish and subscribe messages, an
MQTT client can specify the desired Quality of Service (QoS)
level. MQTT supports three different Quality of Service (QoS)
levels (0,1, and 2). In detail:

• level 0 requires that messages are delivered at most once;
• level 1 requires that messages are delivered at least once;
• level 2 requires that messages are delivered exactly once.

Suppose a publisher sets QoS level QoSp when it publishes
to a topic t. Similarly, a subscriber chooses QoS level QoSs

when it subscribes to the same topic t. Two cases may occur:
(i) if QoSp > QoSs, then the broker forwards the data to the
subscribing client using QoSs; (ii) if QoSp ≤ QoSs, then the
broker forwards the data to the subscribing client using QoSp.

Another feature provided by the MQTT protocol is repre-
sented by the retained messages. A retained message is an
MQTT message, with the retained flag set to true. When a
broker receives a retained message labeled with topic t, it
stores it for that topic. Thus, when a client subscribes to the
topic t it will receive the retained message immediately after
the subscription. A broker can store only one retained message
per topic. Therefore, to update the retained message for a topic,
it is sufficient for a publisher to send a new message, to that
topic, with the retained flag set to true.

A core MQTT feature is represented by the bridging mech-
anism that allows two MQTT brokers to connect with each
other.

This configuration is adopted to connect an edge broker
(which will act as a bridge) to a public broker. This way, the
bridge broker will act as an MQTT client for the public broker,
thus being able to send a subscribe or publish message to the
latter.

Fig. 1: MQTT architecture.

Usually, clients are connected to the bridge broker through
the local network, and the bridge broker can decide on which
local topics to apply the bridging mechanism. This is due to
the fact that not all the MQTT traffic locally generated is meant
to be sent to a remote broker.

The bridging mechanism is sketched in Figure 2. Therein,
the subscribers send the subscribe message sub(T ) directly to
the public broker (dashed arrows). Conversely, the publisher
sends the publish message pub(T, I) to the bridge broker
(solid arrow). Then, by exploiting the bridging mechanism,
the bridge broker can forward pub(T, I) to the public broker.
In turn, the latter forwards pub(T, I) to all the interested
subscribers.

Finally, MQTT allows the remapping of the local topics to
public broker’s topics. This procedure takes place in the bridge
broker, in such a way that it is transparent to MQTT clients. It
is worth noting that, through the bridging mechanism, infor-
mation produced behind different brokers can be aggregated
in a single place at a public broker, thus allowing subscribers
to retrieve it with a single connection.

III. SCENARIO AND MOTIVATIONS

The aim of this work is twofold. First, we want to offer
anonymity guarantees to both publishers and subscribers. In-
deed, in a classical MQTT architecture, the broker can observe
which subscribers are interested in which topics and which
publishers send messages labeled with those topics.

Clearly, encryption-based data-confidentiality does not solve
the anonymity problem. Indeed, the broker is still able to
observe which publishers and subscribers are communicating.
Therefore, attacks based on background knowledge about even
one client can allow the broker to infer the topic and, as a
consequence, information about all the clients communicating
on this topic.

Based on the above considerations, in this paper, we focus
on achieving privacy goals by hiding identities rather than
contents. If client identities are really hidden, then the broker
cannot link contents with clients. Privacy is then achieved,
even in the case of non-encrypted contents. Consider that the
trivial use of a pseudonym for the client is not enough because
de-anonymization is always possible, also by taking into
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Fig. 2: MQTT bridging mechanism.

account the source and the destination of the communication
(i.e., the IP addresses) are quasi identifiers [44]. Therefore,
we have to guarantee that both publishers and subscribers are
entities that the broker is not able to identify in the network.
This is a goal typically reached in the context of anonymous
communication networks [36].

To accomplish the above objective, we refer to the MQTT
bridging mode (see Section II) in which clients (publish-
ers/subscribers) interact with a public broker through a bridge
broker. This natively implements a low level of anonymity,
in the sense that clients do not connect directly to a broker
but are hidden behind their bridge brokers acting as proxies.
However, it is not enough to achieve true anonymity. First, also
the identification of the local bridge could threaten privacy in
the case in which the local bridge serves a restricted group
of clients. Moreover, it may happen that the bridge broker
aggregates similar clients (in terms of interests). Therefore,
the above-mentioned issues still occur. This problem is related
to the concept of l-diversity [45]. In general, inference-based
attacks are still possible.

The idea we follow in this paper is to hide the identity of
the clients by making anonymous and not identifiable the local
bridge from/to which the communication comes/goes. To do
this, we implement, in Section V, an anonymity peer-to-peer
protocol inspired by [39], in which the peers are represented
by the bridge brokers.

To make effective the approach, we also provide a protocol
allowing the clients to discover which topics are offered by
which public brokers. This is an important aspect to take into
consideration even when anonymity features are not required.
Indeed, MQTT does not implement any native mechanism to
accomplish this task [41]. Furthermore, this becomes a fun-
damental pillar when publishers remain anonymous. Indeed,
being anonymous, a publisher cannot otherwise advertise the
topics to which it will publish.

To conclude this section, we provide the notations we use
throughout the rest of the paper. We denote by BR the set of
the bridge brokers. They form the peer-to-peer network of the
anonymity protocol. We denote by BP the set of the public
brokers. They represent the actual brokers hosting the topics
to which the clients publish or subscribe. We denote by BD

the set of discovery brokers. They implement the discovery

TABLE I: Notations.

Symbol Description
BR set of the bridge brokers
BP set of the public brokers
BD set of discovery brokers
p a generic publisher
s a generic subscriber

pub(T, I)
publish message of the information I

labeled with the topic T

sub(T ) subscribe message labeled with the topic T

Bp
R bridge broker directly connected to the publisher p

Bs
R bridge broker directly connected to the subscriber s

TN
topic to which new topics available

at a certain public broker are published

TN′
topic to which new bridge brokers
joining the network are published

TS
topic to which the current set of

all the available topics is published

TS′
topic to which the current set

of all bridge brokers is published

TF
(forwarding topic) topic-prefix labeling

information coming from remote bridge brokers
TA (actual topic) actual topic labeling an information
pf Forwarding probability
R Generic random value to compare with pf
L Average length of the paths

S
Set of pairs composed of a

topic and public broker hosting it

S′ Set of pairs composed of
IP address and port of a bridge broker

n number of brokers in the P2P network

c
number of collaborating malicious brokers

in the P2P network

protocol allowing the clients to know which public broker
offers which topic. Moreover, they enable peer discovery for
the anonymity protocol.

Finally, we denote by pub(T, I) the publish message of the
information I labeled with the topic T , and by sub(T ) the
subscribe message labeled with the topic T .

We report in Table I the notations used throughout the rest
of the paper.

IV. THE DISCOVERY PROTOCOL

Through this protocol, we offer a discovery service to the
bridge brokers so that they can know which topics are available
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and which public brokers offer them. This service is provided
by the discovery brokers. In principle, just a single discovery
broker is enough to implement this protocol. Anyway, for
scalability, it is more realistic to distribute the service to more
brokers so that bridge and public brokers are not connected to
a single possible point of failure [46].

Each discovery broker in BD maintains:
• a set of pairs S = {(T,BP )} where BP ∈ BP . Each pair
(T,BP ) ∈ S represents the information that the topic T
is available on the public broker BP . The set S has to
be the same for all the discovery brokers in BD.

• a topic TN that will contain a single pair (T,BP )
denoting that a new topic T is available on the public
broker BP .

• a topic TS that will provide the current set S to the
new bridge brokers joining the network. S is stored as
a retained message for the topic TS .

Since S could exceed the maximum size allowed for the
content of a topic, we may consider more topics T 1

S , . . . , T
k
S ,

each one containing a portion of S. For the sake of presen-
tation, we consider just a single topic TS , which is also the
more realistic case.

The topics TN and TS are prefixed strings in the system.
The broker BD publishes (to itself) the message S with the

retained flag set to true. This way, all the clients subscribing to
the topic TS receive the retained message immediately after
they subscribe. To update the set S, it is sufficient for the
broker to just re-publish again S (with retained flag set to true).
Doing so, as explained in Section II, only the last retained
message will be stored.

Consider now a new bridge broker BR ∈ BR joining the
system. It randomly selects a discovery broker BD ∈ BD and
sends it the message sub(TS). In other words, BR subscribes
to the topic TS hosted by the broker BD. This way, BR

receives (as a retained message) the current set S. Then, it
removes its subscription to TS , so that it does not receive
repeated information (i.e., the set S) when other bridge brokers
join the network.

However, a mechanism to update S (when a new topic is
available on some public broker) is needed to BR and BD.
This mechanism is based on TN .

In particular, when the bridge broker BR joins the network
and (randomly) selects the discovery broker BD, BR also
sends sub(TN ) to it. This subscription is maintained over time.

Consider now a public broker BP ∈ BP receiving a publish
message or a subscribe message labeled with a new topic
T ∗ through the anonymity protocol of Section V. BP has to
advertise the fact that it hosts this new topic.

To do this, BP randomly selects a discovery broker BD

and sends the message pub(TN , (T ∗, BP )). BD adds the
pair (T ∗, BP ) to the set S. Moreover, since some bridge
brokers are subscribers to TN , they also receive (through the
standard MQTT approach) the new pair and update the set S.
To propagate the new information to all the bridge brokers,
BD sends the message pub(TN , (T ∗, BP )) to all the other
discovery brokers. Since each bridge broker is a subscriber to
TN on some discovery broker, all the bridge brokers eventually
receive (T ∗, BP ) through the standard MQTT protocol.

V. THE ANONYMITY PROTOCOL MQTT-A

The anonymity protocol we propose in this section is
inspired by the Crowds protocol [39]. Our solution relies on
a P2P network formed by bridge brokers collaborating to
forward publish/subscribe messages from MQTT clients to the
intended public broker. The collaboration among brokers ex-
ploits the bridging mechanism, which is natively supported by
the MQTT protocol, thus requiring no infrastructural change
in the MQTT architecture.

Similarly to Crowds, our protocol is characterized by a
forwarding probability pf , namely the probability for a mes-
sage to remain within the peer network. Moreover, as in
Crowds, we require that each bridge broker knows all the
peers participating in the P2P network. To guarantee this, we
propose an MQTT-based peer discovery protocol, thanks to
which every peer maintains an updated set of all the bridge
brokers forming the network. This protocol is based on the
approach presented in Section IV. It leverages one or more
discovery brokers holding a set of pairs S′ = (IPBR

, portBR
),

where IPBR
and portBR

represent the IP address and the port
of the bridge broker BR participating in the network.

Moreover, each discovery broker stores two additional pre-
fixed topics: TN ′ and TS′ . The topic TN ′ is used by the
discovery broker itself to publish any update of the set S′

(an update typically happens whenever a new peer joins the
network). Instead, the topic TS′ holds the set S′ as a retained
message, so that any new peer joining the network, after
subscribing to this topic, immediately receives the set S′.

When a bridge broker joins the P2P network, it proceeds as
follows. First, it subscribes to the two topics TS′ (to receive
the set S′) and TN ′ , of a randomly selected discovery broker
BD.

Then, the bridge broker sends a publish message labeled
with the topic TN ′ advertising its IP address and its port to
BD. This way, every bridge broker subscribed to the topic TN ′

of BD receives such a message and, at the same time, BD can
update the set S′. At this point, BD sends a publish message
labeled with the topic TN ′ to all the other discovery brokers,
advertising the new pair composed of the IP address and the
port of the new bridge broker. Since each bridge broker is a
subscriber to TN ′ of some discovery broker, this procedure
allows every bridge broker to learn all other brokers of the
network.

We stress that, as described in Section IV, every bridge
broker, joining the P2P network, must subscribe to both TN ′

and TS′ . However, while the subscription to TN ′ lasts over
time, the subscription to TS′ is undone once the set S′ is
received.

This concludes the description of the peer discovery proto-
col.

In the following, we describe in detail the anonymity
protocol we propose.

We consider a scenario involving:
• a public broker BP ∈ BP hosting the topic TA (where A

stands for actual);
• a publisher p aiming to publish information to the topic
TA;
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• a subscriber s interested in the topic TA;
• the set of bridge brokers BR, among which the broker
Bp

R ∈ BR represents the bridge broker directly connected
to the publisher p, and the broker Bs

R ∈ BR represents
the bridge broker directly connected to the subscriber s.

We assume that Bp
R (Bs

R, respectively) is able to distinguish
p (s, respectively) as a client different from other bridge
brokers. This can be done simply by observing that p (s,
respectively) does not belong to the list of peer brokers.

Among other topics, each bridge broker stores a prefixed
topic TF known to all the bridge brokers and clients, where
F stands for forwarding.

Consider now the publisher p that wants to publish the infor-
mation I to the topic TA. p sends the message pub(TF /TA, I)
to the broker Bp

R. Bp
R randomly selects a bridge broker, say

B1
R, among the peers participating in the network. Then, it

simply forwards the message pub(TF /TA, I) to B1
R, via the

bridging mechanism. We recall that the bridging mechanism
allows Bp

R to act as an MQTT client (a publisher, in this case)
towards B1

R.
Once the message is received, B1

R acts as follows. First, it
extracts a random number R between 0 and 1. At this point,
two cases can occur.

If R ≤ pf , then B1
R randomly selects a bridge broker

B2
R among the peers participating in the network. Then, B1

R

sends the message pub(TF /TA, I) to B2
R, via the bridging

mechanism.
If R > pf , then the message must be published to the public

broker holding the topic TA, if any. To do this, B1
R finds the

pair (TA, BP ) in the locally stored set S. If such a pair exists,
after remapping TF /TA to TA, B1

R simply sends the message
pub(TA, I) to BP . Conversely, if such a pair does not exist
yet, B1

R chooses at random a public broker BP ∈ BP and
then sends it the message pub(TA, I). In this case, being TA

a new topic for BP , BP must activate the discovery protocol
(see Section IV) to notify all the bridge brokers of the new
topic. This way, each bridge and discovery broker will update
the set S.

Consider now the case in which R ≤ pf . In this case,
B2

R receives from B1
R the message pub(TF /TA, I). At this

point, the above procedure is applied recursively. Therefore,
B2

R again extracts a random number R′ and compares it with
pf . If R′ ≤ pf , the message pub(TF /TA, I) is sent to a bridge
broker B3

R chosen at random. In this case, no topic remapping
is needed. On the contrary, if R′ > pf , then B2

R sends the
message pub(TA, I) to the public broker BP , following the
procedure described above.

The mechanism so far described provides anonymity to
publishers. A similar mechanism can be employed so that the
same anonymity guarantees are provided to subscribers.

Consider the subscriber s interested in the topic TA. s sends
the message sub(TF /TA) to the broker Bs

R. Then Bs
R chooses

at random a bridge broker, say B4
R, and sends it the message

sub(TF /TA), via the bridging mechanism.
Once receiving the above message, B4

R acts as follows.
First, B4

R stores Bs
R in the list of clients subscribed to the

topic TF /TA, creating this topic if it has not already been
stored locally. Afterward, it extracts a random number and

compares it to pf to decide whether to send the subscription
message to the public broker BP (retrieved from its local set
S) or to another bridge broker.

In the first case, B4
R sends sub(TA) to BP and then the

procedure stops. Observe that, in this case, the original topic
TF /TA needs to be remapped to TA. In the second case,
B4

R sends sub(TF /TA) to a randomly chosen bridge broker,
say B5

R. At this point, B5
R recursively repeats the procedure

described above. Therefore, B5
R stores B4

R in the list of clients
subscribed to the topic TF /TA, possibly creating this topic.
Then, B5

R extracts a random to decide where to send the
received subscribe message. Eventually, after a certain number
of iterations, the subscribe message will reach the intended
public broker BP .

Finally, when BP receives a publish message, say
pub(TA, I), it broadcasts the payload I to all the subscribers
to the topic TA. Suppose B5

R is the bridge broker directly
subscribed to the topic TA at BP . B5

R will receive I and,
then, it will broadcast this payload to all the clients subscribed
to the topic TF /TA, among which there is B4

R. Observe that,
being B5

R the bridge broker directly connected to BP , the topic
TA must be remapped to TF /TA. Again, following the same
mechanism, B4

R will send the payload I to all the subscribers
interested in the topic TF /TA, among which there is Bs

R.
Once Bs

R receives the payload I , it will broadcast I to all
the subscribers interested in TF /TA, among which there is s.

Observe that, in our solution, the path followed by a
message is not deterministically chosen by the sender, but
it is probabilistically built by peer bridge brokers at each
hop. Probabilistic paths may introduce two issues. The first
concerns the possibility of lacking message ordering since
messages may follow different paths (with different lengths).
The second is about the possibility of loops being created in
the P2P network. We address both problems in Section VI.

To conclude this section, in Figure 3, we provide a graph-
ical representation of the anonymity protocol. Therein, we
represent (i) (solid line on the left) the path followed by a
publish message, from the publisher toward the public broker,
(ii) (solid line on the right) the path followed by a subscribe
message, from a subscriber toward the public broker, and (iii)
(dashed line on the right) the path followed by the publish
message from the public broker toward the subscriber. As
depicted in the figure, the paths in cases (i) and (ii) depend
on the value of R compared to pf . Specifically, when R ≤ pf
publish (or subscribe) messages are forwarded to peer brokers.
Otherwise, when R > pf publish (or subscribe) messages are
forwarded to the final public broker.

VI. COMPLEXITY AND OVERHEAD ANALYSIS OF
MQTT-A

Through this section, we provide a study of the complexity
and the overhead related to the proposed approach by high-
lighting the price to be paid compared to the standard MQTT
protocol.

As a first observation, to provide anonymity we require
messages to traverse paths whose lengths depend on the
probability pf . Clearly, the higher pf , the higher the length
of each path and then the latency to transfer each message.
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Fig. 3: MQTT-A.

The average length L of the paths, as a function of pf , can
be derived as follows. First, a single hop is present between
the bridge broker directly connected to an MQTT client and
another bridge broker. Indeed, the first bridge broker does
not extract the random R, but always forwards the messages
to another bridge broker. Then, we have to compute the
average length of the path between the second bridge broker
and the public broker. To compute it, we have to compute
the probability for each possible length of this path. Then,
with probability 1 − pf , the second broker directly sends
the message to the public broker. This results in one hop
between the second broker and the public broker. Instead, with
probability (1−pf )pf the second broker forwards the message
to another bridge broker and the latter forwards the message
to the public broker. This results in two hops between the
second broker and the public broker. Similarly, by extending
the above reasoning, we have a path of length i between the
second bridge broker and the public broker with probability
(1− pf )(pf )

i−1.
Now, we can compute the average length by summing

each possible length weighted with its occurrence probability.
Formally, it results in

∑+∞
i=1 i(1− pf )(pf )

i−1.
By adding the first term including the hop between the first

bridge broker and the second bridge broker, we have that the
average length is given by the following equation:

L =

+∞∑
i=1

i(1− pf )(pf )
i−1 + 1 =

1

1− pf
+ 1 (1)

We report in Table II the average length of the path for each
probability pf .

The actual price in terms of latency introduced by MQTT-
A is experimentally evaluated in Section VIII, by highlighting
also how to set the value of pf not to exceed a maximum
latency value. In addition, the trade-off between security and

TABLE II: Average path length.

pf Average path length
0.5 3

0.66 4

0.75 5

0.8 6

0.835 7

0.86 8

0.875 9

0.89 10

0.9 11

efficiency (in terms of latency) related to the choice of pf is
investigated in Section VIII.

Another price we pay, compared to standard MQTT, is the
introduction of a topic prefix to let the broker know whether
a message should be sent in the P2P anonymous network or
managed locally by the broker (as in standard MQTT). This
can be done with an additional bit associated with the topic
to distinguish these two kinds of situations with no significant
overhead.

Concerning the computational complexity required of bro-
kers, we recall that, with respect to the standard MQTT
protocol, they have just to extract a random value R and
select the broker to send the message. Clearly, the cost of the
first operation is negligible. Concerning the second operation
(selection of the broker), we distinguish two cases. If R ≤ pf ,
then a broker simply selects randomly another broker from
the set of peer brokers. Again, the cost of this operation is
negligible. Otherwise (i.e., R > pf ), the broker retrieves, from
the set S, the public broker associated with the topic of the
received message. This operation can be efficiently performed
by implementing S as a hash table using the names of the
topics as keys. The time required to perform this operation
is constant and negligible compared to the processing time of
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the MQTT message.
To conclude this section, we provide some observations

concerning the message ordering issue and the loop creation
in the P2P network.

As highlighted by [12], although the MQTT protocol was
designed to guarantee a certain QoS level for each message, it
may be hard to ensure that messages are delivered in the exact
order in which they were transmitted by the senders. Indeed,
even though QoS 2 guarantees single message delivery, it does
not guarantee message ordering. This holds also for MQTT-
A. Moreover, in our protocol, the problem may occur more
frequently. Indeed, it may be that two successive messages
sent by a publisher follow different paths so that the first
message traverses a longer path than the second message,
thus arriving at its destination with no predictable order. The
ordering problem in MQTT-A can be solved by adopting
the same strategy as [12] consisting of the inclusion of a
sequence number in the MQTT packets. Clearly, this leads
to computational overhead at the application layer.

The second issue regards the possibility of loop creation
in the P2P network. Specifically, it is possible that a publish
message crosses twice the same bridge broker before reaching
the public broker. Actually, this does not represent an issue.
Conversely, concerning subscribe messages, the loop creation
may represent an issue since the received (published) mes-
sages may continue to circulate in the network. However, the
solution to the above problem is trivial since each subscriber
message contains a packet id. Then, it is sufficient that the
same packet id used by the client is maintained by the bridge
brokers for a while. This way, if two subscribe messages with
the same id are received by the same bridge broker, the second
message is discarded and no loop arises.

VII. PATH INTERSECTION AND QOS MANAGEMENT

In Section V, to simplify the description of the protocol,
we considered the case of a single publisher and a single
subscriber. Moreover, we assumed that the paths followed by
the publish and subscribe messages labeled with the same topic
do not intersect.

Now, we remove the above-simplifying assumptions and
deal with the consequent impact on QoS guarantees of sub-
scribers.

Three cases are investigated: (i) the paths followed by at
least two subscribe messages labeled with the same topic
intersect, (ii) the paths followed by at least one publish
message and at least one subscribe message labeled with the
same topic intersect, and (iii) the paths followed by at least
two publish messages labeled with the same topic intersect.

As we will see in the following, the problem of path
intersection requires ad-hoc strategies to guarantee the QoS
level chosen by each subscriber.

We recall that QoS levels 0 and 1 allow duplicate messages,
while QoS level 2 requires the message to be delivered exactly
once. We stress that both publishers and subscribers can
independently choose the desired QoS level for each message
being sent or received. Therefore, as an example, a client p
may publish to a topic with QoS level 1, while there is a

subscriber s interested in the same topic but aiming to receive
data with QoS level 2. Therefore, s cannot be sure about the
fact that it is not receiving duplicate messages.

This QoS mismatching represents an open problem even in
standard MQTT. Without loss of generality, in the following,
we will consider that clients always publish messages with
QoS level 2. This way, any QoS level chosen by subscribers
can be met. Moreover, to improve the readability of our
discussion, in the following, unless otherwise stated, we will
implicitly refer to publish and subscribe messages labeled with
the same topic.

A. Subscribe-Subscribe Path Intersection

In this section, we consider a scenario in which a set of
subscribers is interested in the same actual topic TA, hosted
by the public broker BP . Each subscriber may select arbitrarily
a certain QoS level for its subscribe message.

Following our protocol, each subscribe message crosses a
certain number of bridge brokers before reaching the public
broker BP . Suppose that, before reaching BP , two or more
subscribe messages cross the same bridge broker. In the
following, we will call such a broker as intersection broker.

At this point, the intersection broker can choose one of the
following strategies:

• blind strategy;
• topic-aware strategy;
• topic-and-QoS-aware strategy.
These three strategies are sketched in Figures 4,5, and

6, respectively. Specifically, these figures depict the paths
followed by two or more messages (labeled with the same
topic) before and after the intersection in a broker (depicted
in yellow). To facilitate the understanding of the images, the
path followed by each message is represented with a specific
color.

An intersection broker, implementing the blind strategy,
treats all the subscribe messages the same, regardless of
whether they are labeled with the same or different topics.
Therefore, subscribe messages labeled with the same topic,
in principle, can be routed to different brokers. For instance,
as depicted in Figure 4, the messages sent by the first sub-
scriber and the second subscriber (red path and the blue path,
respectively), once they intersect, are routed independently.

An intersection broker, implementing the topic-aware strat-
egy, treats the subscribe messages labeled with the same topic
differently from all other messages crossing it. In particular,
referring back to our scenario, just the first received subscribe
message labeled with the topic TF /TA is forwarded according
to the protocol described in Section V. On the contrary, all
other subscribe messages, labeled with the same topic, that
arrive later are not further forwarded.

For example, in Figure 5, suppose the subscribe message
sent by the second subscriber (blue path) reaches the broker
after the subscribe message sent by the first subscriber (red
path). Being the topic-aware strategy adopted, the message
following the red path is routed to the public broker. Con-
versely, the message following the blue path, once it reaches
the intersection broker, is not further forwarded.
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Fig. 4: Blind strategy.

Fig. 5: Topic-aware strategy.

Fig. 6: Topic-and-QoS-aware strategy.

Observe that, for all other subscribe messages (with the
same topic) that arrive later, the intersection broker has just
to memorize the bridge brokers they come from in the list of
brokers interested in topic TF /TA. This is enough to guarantee
that all the subscribers will be able to receive the data later
published to the actual topic TA. We recall that this strategy is
not QoS-aware and therefore messages labeled with the same
topic but requiring different QoS are not treated differently.

An intersection broker, implementing the topic-and-QoS-
aware strategy, distinguishes messages, labeled with the same
topic, on the basis of the QoS level they require. To handle the
different QoS levels, each bridge broker hosts three forwarding
topics TF /Q0, TF /Q1, and TF /Q2. Therefore, subscribe
messages sent by clients interested in the actual topic TA but
with different QoS levels will follow different paths in the
network. In fact, subscribe messages requiring different QoS
levels result in messages labeled with different topics (either
TF /Q0, TF /Q1, or TF /Q2).

For example, in Figure 5, suppose the first and the third
subscriber require QoS 0, while the second subscriber requires
QoS 2. Moreover, suppose that the subscribe message sent by
the first subscriber (red path) arrives at the intersection broker
before the subscribe message sent by the second subscriber
(blue path) that in turn arrives at the intersection broker before
the subscribe message sent by the third subscriber (green
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path). In this case, the subscribe messages of the first and
the second subscribers are routed to the public broker through
different paths since they require different QoS levels. On the
other hand, the message following the green path (sent by
the third subscriber), once it reaches the intersection broker,
is not further forwarded. This is due to the fact that such a
message presents the same QoS level as one of the previously
forwarded messages (i.e, we adopt the topic-aware strategy).

Observe that, regarding the messages labeled with the same
actual topic and QoS level, the following strategies may be
applied:

• concerning topics TF /Q0 and TF /Q1, both blind strat-
egy and topic-aware strategy can be applied (in Figure 6,
we adopt the topic-aware strategy);

• concerning topic TF /Q2, only the topic-aware strategy
can be applied.

B. Publish-Subscribe Path Intersection

In this section, we consider a scenario in which a client
aims to publish to the actual topic TA (hosted by the public
broker BP ) and at least one subscriber is interested in the
same actual topic TA.

Following our protocol, each (publish or subscribe) message
crosses a set of bridge brokers before reaching the public
broker BP . Suppose that, before reaching BP , at least one
subscribe message and one publish message cross the same
bridge broker. As before, we call such a broker intersection
broker.

At this point, the intersection broker can choose one of
the three strategies mentioned above (i.e., either the blind
strategy, the topic-aware strategy, or the topic-and-QoS-aware
strategy).

An intersection broker, implementing the blind strategy,
acts as follows. When it receives the publish message it does
not publish this message locally, regardless of whether it has
locally memorized other bridge brokers subscribed to the same
topic labeling the publish message. Therefore, the publish
message is further forwarded until it reaches the public broker
BP .

An intersection broker that implements the topic-aware
strategy acts as follows. When it receives the publish message,
it first verifies whether it has locally memorized other bridge
brokers subscribed to the same topic of the publish message.
If this is not the case, then the intersection broker behaves
as described by the blind strategy. Conversely, if the above
condition is met, the intersection broker publishes the received
message locally. This way, all the bridge brokers, subscribed
to the same topic, receive the payload associated with the
publish message and, in turn, this payload is forwarded up
to the actual subscribers. Observe that, even though the topic-
aware strategy is applied, the publish message has to be further
forwarded to the public broker BP , since this is the only way
that message can reach all the interested subscribers.

As already described, implementing the topic-and-QoS-
aware strategy requires a slight modification to the forwarding
topics hosted by each bridge broker. Indeed, according to this
strategy, each bridge broker hosts three forwarding topics:

TF /Q0, TF /Q1, and TF /Q2. When a publish message la-
beled with the topic TF /TA reaches an intersection broker,
such a broker follows the topic-aware strategy. However,
differently from before, the message is locally published only
to the topics TF /Q0 and TF /Q1.

C. Publish-Publish Path Intersection

In this section, we consider a scenario in which the paths
followed by two publish messages intersect. Unlike subscribe
messages, publish messages do not require the memorization
of a permanent state at each broker (i.e., the subscription of
a client). Therefore, bridge brokers are unaware, unless they
maintain the history of messages, of the fact that they may be
crossed by publish messages (labeled with the same topic) at
different time periods.

Actually, this situation requires no additional action from the
side of the intersection broker. The two publish messages are
treated independently and forwarded according to the standard
rules of the MQTT-A protocol.

D. Strategies Comparison

To conclude this section, we examine the advantages and
drawbacks of the presented strategies. Overall, the blind strat-
egy represents the easiest solution to implement. However,
adopting this strategy leads to higher bandwidth consumption
than other strategies since messages intersecting in the same
broker are simply propagated into the network without being
aggregated [47]. On the contrary, the topic-aware strategy
requires the least bandwidth of the three strategies. However,
the main drawback of this strategy is that it is not QoS-aware.
To explain why this may represent an issue, we consider the
following example. Suppose there are two subscribers s1 and
s2 both interested in the topic TA but requiring different QoS,
0 and 2 respectively. We consider that the paths followed
by the two subscribe messages in the network intersect.
According to the topic-aware strategy, the intersection broker
further forwards only the first received subscribe message.
This way, all the brokers (including the intended public broker
BP ) crossed by such a message will memorize the QoS level
that it requires. Such QoS level can be either 0 or 2 depending
on which subscribe message comes first at the intersection
broker. Observe that, since the public broker will be aware
of just one subscription out of the two, applying the topic-
aware strategy also turns out to be advantageous anonymity-
wise speaking, not just bandwidth-wise speaking.

Therefore, all the data published to the topic TA will cross
all the bridge brokers from the public broker to the intersection
broker respecting the QoS level required by the subscribe
message. Observe that, this may be an issue, either for s1 or s2.
Indeed, supposing the s1 subscription (requiring QoS level 0)
comes first at the intersection broker, the QoS level required
by s2 cannot be satisfied, since it is higher than 0. On the
contrary, supposing the s2 subscription (requiring QoS level
2) comes first at the intersection broker, the QoS level required
by s1 can be satisfied, since it is lower than 2. However, this
comes with a cost. Indeed QoS level 2 is satisfied in the path
from the public broker to the intersection broker, while QoS
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level 0 is satisfied in the path from the intersection broker to
s1. In general, the overhead introduced by the QoS level 2, in
the first part (i.e., from the public broker to the intersection
broker) of the path, may not be acceptable for s1.

A similar case may happen when the paths followed by
a publish and a subscribe message intersect. Suppose there
are a publisher p and a subscriber s, both requiring QoS
level 2. According to the topic-aware strategy, the subscriber
s receives the publish message by the intersection broker.
Actually, s will receive the same publish message also by
the public broker. Therefore, despite the fact that s chose the
QoS level 2, s will receive duplicate messages. This is due to
the fact that, regardless of whether or not a path intersection
has occurred, the publish message, as well as the subscribe
message, must reach the public broker. This way, all the
interested subscribers can receive the publish message and the
subscriber s can receive all the messages published to the topic
by all the publishers in the network, not just by p.

As the occurrence of the two situations above described may
not be acceptable, bridge brokers can implement the topic-
and-QoS-aware strategy. Indeed, referring back to our last
example, when the publish message reaches the intersection
broker, it is locally published just to the topics TF /Q0 and
TF /Q1, which are also the QoS levels that can tolerate
duplicate messages. Such a strategy ensures that the QoS level
required by subscribers is always met, provided that publishers
guarantee an appropriate QoS level. However, this comes
with a cost. Indeed this strategy requires more bandwidth
consumption than the topic-aware strategy.

VIII. EXPERIMENTS

Through this section, we perform an experimental validation
of MQTT-A and compare it with the standard MQTT protocol.
To obtain the anonymity features, MQTT-A introduces a
communication overhead. Therefore, this section aims to show
that the price we pay is tolerable and the performance results
acceptable. We also investigate the supported applications and
some trade-offs of MQTT-A.

A. Experimental Setting

For implementation and testing, we relied on HiveMQ CE
[48], which is a Java-based open-source MQTT broker. We
customized the bridge brokers to implement our solution and
deployed a P2P network leveraging also Digital Ocean cloud
platform [49] to have remote peers. No change is required for
clients and public brokers. In detail, for our experiments, we
consider two network configurations, one for MQTT-A and
the other for MQTT. The aim is to compare the two protocols
by measuring latency and goodput.
MQTT-A Configuration In MQTT-A, we have the following
components:

• Clients: They are implemented through the Java library
provided in [50] with no change and deployed on standard
laptops equipped with 1.00 GHz Intel i5-1035G1 CPU
and 8 GB of RAM. They are connected to the bridge
brokers through a local network. We observe that the
performance of our protocol does not depend on the

capabilities of MQTT clients. Indeed, we do not require
any change either publisher-side or subscriber-side. In-
stead, the performance depends on the network conditions
(latency and bandwidth of the network), length of paths
(due to the forward probability pf ), and the possible
overhead introduced broker-side.

• Bridge Brokers: They are implemented by customizing
the Java library [48] and deployed to form a P2P network.
In particular, they are partially deployed on standard lap-
tops in our laboratory and partially deployed on the Digi-
tal Ocean cloud platform [49]. To obtain realistic results,
we deployed the bridge brokers in different cities of the
world. Specifically, we selected 6 cities: Reggio Calabria
(Italy), Frankfurt (Germany), Amsterdam (Netherlands),
New York (United States), Bangalore (India), and San
Francisco (United States). Then, we considered differ-
ent network configurations to obtain different (average)
round-trip times (RTT) between bridge brokers.
The brokers located in our laboratory in Reggio Calabria
are standard laptops, some equipped with 1.80 GHz
Intel i7-8550U CPU and 16 GB of RAM and others
equipped with 2.70 GHz Intel i7-7500U CPU and 8 GB
of RAM. The other bridge brokers are deployed on virtual
machines in the cloud and they all are equipped with a
vCPU (virtual CPU) and 1 GB of RAM.

• Public Brokers: They are deployed on HiveMQ Cloud,
a cloud-based platform hosting MQTT brokers. They are
standard brokers and do not require any implementation
change. Clearly, the communication bridge-to-public bro-
kers always happens through the Internet.

MQTT Configuration In MQTT, the scenario is a simpli-
fication of the previous scenario. In particular, clients are
connected to bridge brokers through the local network and
bridge brokers are directly connected to public brokers through
the Internet.

Regarding MQTT-A, we chose to adopt the blind strategy
(see Section VII), which is the simplest one but the worst
in terms of performance. As a measure of performance, we
considered goodput and latency. In the next two sections, we
compare MQTT-A and MQTT by fixing the average RTT
between bridge brokers to 55 ms and varying other parameters
(packet size, sending rate, forward probability, and QoS).
Then, in Section VIII-D, we study how the performance of
MQTT-A varies with the RTT by highlighting the supported
applications and possible trade-offs.

B. Goodput
For goodput, we mean the number of useful information bits

received by a subscriber in the unity of time.
To measure it, we fixed a sending rate for the publishers

and observed the corresponding goodput for the subscribers.
We considered three different sending rates: 1 KBytes/s, 10
KBytes/s, and 100 KBytes/s. We study how the goodput varies
as the forward probability of MQTT-A varies. Since the higher
the forward probability the longer the paths, we expect the
goodput of MQTT-A decreases as the forward probability
increases. Obviously, the goodput of MQTT does not depend
on the forward probability.
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We performed our experiments by considering two levels
of QoS (0 and 2). Since QoS level 2 requires additional com-
munication overhead compared to QoS level 0, the goodput
of both MQTT and MQTT-A is lower than QoS level 0.

The results with QoS level 0 are reported in Figures 7a,
7b, and 7c, for sending rate of 1 KBytes/s, 10 KBytes/s,
and 100 KBytes/s, respectively. The results with QoS level
2 are reported in Figures 7d, 7e, and 7f, for sending rate of 1
KBytes/s, 10 KBytes/s, and 100 KBytes/s, respectively.

Regarding QoS level 0, we observe that for all the sending
rates and almost all the forwarding probabilities, the percent-
age difference between MQTT and MQTT-A ranges from 3 to
5%. The worst case corresponds to a forward probability equal
to 0.9 and sending rate of 100 KBytes/s. The corresponding
percentage difference is less than 8%.

Considering QoS level 2, MQTT-A shows a slight worsen-
ing. Indeed, for almost all the sending rates and almost all the
forwarding probabilities, the percentage difference is between
7-10%. The worst case corresponds to a forward probability
0.9 and sending rate of 100 KBytes/s in which the percentage
difference is less than 18%.

However, high forwarding probabilities cannot be adopted
also for security reasons (see Section IX). Therefore, we can
conclude that the price in terms of goodput is not relevant.
For completeness, we show in Figure 8, the goodput with
forwarding probability equal to 0.67 and sending rate 10
KBytes/s. We can observe that the goodput is essentially the
same for MQTT and MQTT-A and it is very close to the
sending rate.

C. Latency

The second considered metric is the end-to-end latency
measured between the instant in which a message is sent by
the publisher and the instant in which it is received by the
subscriber. We study how this latency varies as the forwarding
probability of MQTT-A varies. We measured the latency for
three different message sizes (100 bytes, 1000 bytes, and
10000 bytes), considering two QoS levels (0 and 2). The
results are reported in Figures 9a, 9b, and 9c, respectively.

As a first observation, we see that there is no appreciable
difference when the packet size changes in both protocols.

Second, the latency increases for both protocols by approx-
imately the same factor (1.4-1.5), when the QoS level moves
from 0 to 2.

Finally, as expected, the latency of MQTT-A increases with
the forward probability (corresponding to longer paths). This
is the main drawback of the proposed approach.

However, we have to consider that this condition guarantees
both sender and recipient anonymity. If we relax this constraint
and require just one of the two, the latency of MQTT-A is
halved.

In Figure 9d, we set the forward probability to 0.67 and
show the value of latency of MQTT (in blue) and MQTT-
A when both sender and recipient anonymity are achieved
(green) or when just one of two properties is supported (red).

We observe that in the first case (green bar) the ratio
between the latency of MQTT-A and MQTT is less than 3,

while in the second case, it is less than 1.5. This applies with
minimum differences for the two QoS levels and packet sizes.

D. Supported Applications and Trade-offs of MQTT-A

The experiments performed in the previous sections show
that the performance of MQTT-A depends on the length of the
path crossed by MQTT messages. This is not surprising. Since
the above results hold for a fixed RTT between bridge brokers
(i.e., 55 ms), in this section, we repeat the above experiments
by showing the performance of MQTT-A as the RTT varies.

Furthermore, since the performance decreases as pf in-
creases, we show how to set the value of pf (given a value of
RTT) to obtain a maximum latency in MQTT-A compliant
with different applications. This allows us to draw some
conclusions about which types of applications are supported
by MQTT-A according to the network conditions (i.e., RTT)
and security requirements (i.e., pf ).

Finally, in this section, we show the trade-off between
security and performance of our solution.

We start by studying latency as a function of RTT. The
results, with QoS 0 and packet size equal to 100 bytes,
are shown in Figure 10a. Therein, we plot three curves for
three different pf (i.e., 0.5, 0.835, and 0.9). We consider
the values 0.5 and 0.9 since they represent the lower and
upper end of the probability range considered in the above ex-
periments. Moreover, we also consider an upper-intermediate
value (0.835). Observe that, values lower than 0.5 do not
meet any security requirement (any broker receiving a message
can guess with a probability higher than 0.5 that the broker
sending that message is directly connected to a broker in
turn connected to a client). Concerning 0.9, as reported in
Section IX, there is no advantage for too high values of
pf , from the security point of view. Moreover, values higher
than 0.9 may result in unacceptable latencies. On the other
hand, we also chose the value 0.835 to show that a small
decrease in the probability value (from 0.9 to 0.835) results
in a relevant improvement in performance. Observe that, these
three probability values correspond to an average path length
of 3, 7, and 11, respectively.

As expected, the latency increases linearly with the RTT.
Concerning the pf , a higher pf corresponds to a higher latency.
This is coherent with the results obtained in Section VIII-C.

For completeness, we repeated the same experiment with
QoS 2 and reported the results in the plots of Figure 10b.
Clearly, the trend of the latency as a function of the RTT is the
same (i.e., linear) but the absolute values are slightly higher.
Again, this is coherent with the results of Section VIII-C.

Concerning the goodput, we report the results obtained with
sending rate 1 KBytes/s and QoS 0 and 2, in Figures 11a and
11b, respectively. Again, we plot the goodput as a function of
the RTT for three different values of pf .

As expected, a higher RTT corresponds to a lower value
of goodput. We observe that, with a high value of RTT, the
results are less stable (high standard deviation). However, the
trend is clearly downward with the RTT. In the worst case (i.e,
QoS 2 and pf =0.9) the goodput is about 65% of the sending
rate.
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(a) Goodput with sending rate 1 KBytes/s and QoS level 0. (b) Goodput with sending rate 10 KBytes/s and QoS level 0.

(c) Goodput with sending rate 100 KBytes/s and QoS level 0. (d) Goodput with sending rate 1 KBytes/s and QoS level 2.

(e) Goodput with sending rate 10 KBytes/s and QoS level 2. (f) Goodput with sending rate 100 KBytes/s and QoS level 2.

Fig. 7: Goodput.
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Fig. 8: Goodput with pf = 0.67 and sending rate 10 KBytes/s.

From this analysis, it results, that according to the network
conditions (RTT), security requirements (pf ), and QoS, our
solution may be not always applicable (e.g., in the case of
hard real-time applications).

To better investigate this point, in the following, we show
how to set the maximum value of pf to support different
applications (with different requirements in terms of maximum
tolerable latency). We used as a reference source the paper
[51] to: (1) identify the type of applications, and (2) derive,
for each type of application, an upper-bound value for latency.
For each type of application, once the upper bound value is
set, we obtain the maximum tolerated probability pf for this
type of application.

The three applications are the following (Table 6, in [51]):

1) Highly-Reliable WSN: supporting a latency of 3.090
seconds.

2) Default WSN: supporting a latency of 2.115 seconds.
3) Low-Latency WSN: supporting a latency of 0.336 sec-

onds.

The results are reported in Figures 12a and 12b, for QoS
0 and 2, respectively. In the plots, we report the maximum
pf , given the latency requirement, for each application and
a given value of RTT (representing the network condition).
We consider pf in the interval [0.5, 0.9]. As above discussed,
values lower than 0.5 does not meet any security requirement.
Then, we report pf =0 to denote that no probability higher
than 0.5 can support the considered application. Similarly,
higher values than 0.9 do not introduce any security advantage.
Therefore, even if higher pf values than 0.9 can support the
considered application, we set pf to 0.9.

Concerning the Low-Latency WSN (continuous green line),
we observe that this application can be implemented through
MQTT-A only with good network performance (low RTT).
The maximum tolerable value of pf depends on the RTT
and the QoS level. In advantageous conditions (QoS 0 and
RTT=40ms), we can set pf until 0.842.

On the other hand, the Highly-Reliable WSN (red line)
can be implemented through MQTT-A in all the network

conditions. Moreover, also the forward probability can be set
to a high value. Observe that only in the extreme case of Qos
2 and RTT=260 ms, the maximum acceptable pf is less than
0.9 (i.e., 0.873).

Finally, regarding the Default WSN (blue line), again
MQTT-A is supported in all the network conditions with high
pf . However, we notice a slight worsening of the pf value
(compared to the case of High-Reliable WSN) in the case of
RTT=260 ms both in QoS 0 and QoS 2.

Specifically, in this case, the maximum acceptable pf (per
RTT) is lower than the case of the Highly-Reliable WSN (but
it still ranges between 0.8 and 0.9). Then, we can conclude
that MQTT-A is fully supported also for the Default WSN
application.

We would like to stress an important point. The values so
far reported are obtained considering both sender and recipient
anonymity. If we relax this condition requiring just one of the
two properties, also the Low-Latency WSN application can
be implemented through MQTT-A with higher values of RTT.
In Figures 12a and 12b, we report the associated pf for this
application represented through a dashed green line.

To conclude this section, we report explicitly the trade-
off between security and efficiency of MQTT-A. Specifically,
according to Equation 2 of Section IX, in a network of n
nodes, to resist against c colluding nodes, we have to set
pf ≥

1
2

1− c
n− 1

n

≃
1
2

1− c
n

(by assuming n >> 1).
On the other hand, as shown in Section VIII-C, as pf

increases, the total latency increases too. Then a trade-off on
pf exists.

In Figures 13a and 13b, we report the latency obtained in
correspondence with the forward probability allowing us to
resist against the fraction c

n of malicious brokers in the P2P
network. The two figures consider QoS level 0 and QoS level
2, respectively, and include five plots, for different RTT values.

We chose these five values of RTT (40 ms, 55 ms, 140 ms,
180 ms, and 260 ms) since they cover a wide range of realistic
network conditions when bridge brokers are distributed world-
wide. Specifically, we obtained these values by deploying the
brokers in different countries as explained in Section VIII-A.

These plots allow us to set the probability pf taking into
account latency constraints, network conditions, and security
requirements. We would like to highlight that the growth of the
latency is very slow as the fraction c

n increases, until a given
value, then it increases exponentially. We observe that with no
significant price in terms of latency, MQTT-A can tolerate up
to 33% of nodes in the P2P network to be malicious.

IX. THREAT MODEL AND SECURITY ANALYSIS

Since our anonymity protocol is based on [39], we consider
the threat model of the original paper. However, a very
significant difference exists. In [39], the recipient of the
communication to protect is an end server that in our solution
corresponds to a public broker. Anyway, such a public broker
is not the actual recipient. Instead, the actual recipient is a
subscriber to a topic on this public broker. Then, this difference
has to be taken into account in our analysis. For example,
in Table 1 of [39], when considering the protection of the
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(a) Latency with packet size of 100 bytes. (b) Latency with packet size of 1000 bytes.

(c) Latency with packet size of 10000 bytes. (d) Latency with pf = 0.67 and packet size of 100 bytes.

Fig. 9: End-to-End Latency.

(a) Latency with QoS level 0. (b) Latency with QoS level 2.

Fig. 10: End-to-End Latency.
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(a) Goodput with QoS level 0. (b) Goodput with QoS level 2.

Fig. 11: Goodput.

(a) QoS level 0. (b) QoS level 2.

Fig. 12: Maximum probability for each application type, considering different RTT values.

recipient against the end server as an attacker, it results in
N/A since the recipient is the end server itself. On the other
hand, in our solution, it is not true anymore.

We now describe the considered threat model.
We consider the same adversaries and security properties of

[39]. Clearly, they are properly adapted (and contextualized)
to our approach to take into account the fact that the recipient
of the communication is not a central server (i.e., the public
broker), but a subscriber connected to a bridge broker partic-
ipating in the P2P network.
Attackers.

• Local Eavesdropper: An attacker that compromises the
bridge broker directly connected to a publisher or sub-
scriber.

• Collaborating bridge brokers: A set of bridge brokers,
participating in the P2P network, that collaborate to
identify publishers and subscribers.

• Public broker: The public broker hosting the actual
topics that MQTT clients are interested in. It represents
the end server of [39].

Clearly, as [39], our proposal is not oriented to the pro-
tection against a global adversary able to observe the entire
flow of messages exchanged in the network. As a matter of
fact, MQTT (and our proposal too) is designed for wide-
area networks, in which the existence of a global adversary
is unrealistic.
Security properties [37].

• Sender Anonymity: The identity of the publishers is
hidden.

• Recipient Anonymity: The identity of the subscribers is
hidden.

• Relationship Anonymity: The attacker cannot discover
that a publisher and a subscriber are communicating with
each other.
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(a) QoS level 0. (b) QoS level 2.

Fig. 13: Trade-off between security and latency.

According to [37], it is sufficient to guarantee either
sender anonymity or recipient anonymity to obtain relationship
anonymity.

Now, we analyze how the attackers perform against the
security properties. To do this, we consider the following
scenario.

We have a publisher p directly connected to a bridge broker
Bp

R that publishes data to the topic TA hosted by the public
broker BP . Similarly, we consider a subscriber s directly
connected to a bridge broker Bs

R interested in the topic TA

hosted by BP .
In favor of security, we neglect the low level of anonymity

introduced natively by the bridging mechanism and assume
that sender anonymity is broken when the adversary identifies
Bp

R (in place of p). Similarly, we assume that recipient
anonymity is broken when the adversary identifies Bs

R (in
place of s).
Resistance against the local eavesdropper. In this case, the
attacker compromises either Bp

R or Bs
R. When the attacker is

Bp
R, it can observe directly the incoming publish messages

coming from p, then sender anonymity is not achieved. How-
ever, Bp

R is not able to identify the subscriber s interested
in the offered topic. Indeed, even in the case in which Bp

R

receives a subscribe message to forward towards BP with the
same topic, it cannot distinguish Bs

R from the other bridge
brokers of the network. Therefore, if the P2P network is
big enough recipient anonymity is guaranteed and then also
relationship anonymity.

Similar considerations can be applied when the attacker is
Bs

R. In this case, since it can observe directly the incoming
subscribe messages coming from s, then recipient anonymity
is not achieved. However, Bp

R cannot be identified by Bs
R, thus

preserving sender anonymity and then relationship anonymity.
Resistance against collaborating bridge brokers. Regarding
this type of adversary, [39] provides a detailed probabilistic
analysis that can be applied also to our solution. For the sake
of presentation, we report directly the two main results of the

analysis and do not repeat the calculations.
The first result is that, given n nodes forming the peer

network, we obtain probable innocence with respect to sender
anonymity against c collaborators, if

n ≥ pf

pf − 1
2

(c+ 1), where pf ≥ 1

2
(2)

Probable innocence means that, from the point of view
of the attacker, the sender appears no more likely to be the
originator of a message than to not be the originator.

According to this result, a higher probability pf allows us
to resist a higher number of corrupted nodes.

The second result is that if n is sufficiently high, we obtain
absolute privacy for sender anonymity with a probability
approaching 1. However, the growth of probability can be slow
if pf is large since it is more likely to involve a corrupted
node in the path. Therefore, there exists a security trade-off
regarding the value of the probability pf .

Absolute sender privacy against an attacker means that the
attacker cannot in any way distinguish the situations in which
a potential sender actually sent communication from those in
which it did not.

Clearly, in our application, the role of the sender considered
in [39] is played both from Bp

R and Bs
R. As a consequence,

if we have a sufficiently high number of bridge brokers, then
our solution offers both sender and recipient anonymity and
then relationship anonymity.
Resistance against the public broker. In this case, the
attacker is BP . Similarly to [39], sender anonymity is achieved
since the publish message sent by Bp

R cannot be distinguished
by BP from a publish message originated from any other
bridge broker. Unlike the previous adversary, this result does
not depend on the probability pf .

Regarding recipient anonymity, while in [39] it is not appli-
cable since the recipient is the server itself, in our application
we can consider the recipient from the point of view of
BP simply as a sender of a subscribe message. Then, by
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applying the same reasoning done for Bp
R, also Bs

R cannot
be distinguished from any other bridge broker.

Then, we obtain sender, recipient, and relationship
anonymity against this adversary.

A. Beyond Anonymity: Active Attacks

The goal of this work is to propose a protocol able to
guarantee anonymity to MQTT clients. Therefore, in previous
analyses, we focused on adversaries eavesdropping on network
messages (possibly colluding with each other) with the aim of
identifying their senders and recipients.

Through this section, we discuss some other aspects which
can be considered out of the scope of this paper since they do
not affect the anonymity guarantees offered by MQTT-A. We
stress that the issues that will be addressed in the following
regard the standard MQTT protocol, as well as MQTT-A.

The first aspect we would like to address regards message
confidentiality and integrity. To guarantee them, MQTT (as
well as MQTT-A) should be used over TLS/SSL. However,
this solution provides message confidentiality and integrity
only between clients and brokers (or between brokers). Unfor-
tunately, no standard end-to-end (i.e., between clients) solution
exists for the MQTT protocol. This implies that a malicious
broker could read the content of any MQTT message in the
clear or modify it without authorization.

To counter such attacks, clients should exchange keys be-
tween them, possibly through other protocols. Obviously, con-
cerning our protocol, if clients require to be anonymous only
with respect to brokers (thus not needing to be anonymous
with respect to each other) the above-mentioned approach can
be applied to MQTT-A. However, if this is not the case, clients
should be able to exchange keys in an anonymous form. This
is currently an open problem also in standard MQTT.

Concerning the lack of message integrity, some other rele-
vant attacks are possible. In particular, a malicious broker may
tamper with the correct message order, by either replaying
messages multiple times or by simply delaying or discarding
messages. A way clients can detect the occurrence of such
attacks is by including a counter within each message (see
Section VI). Nevertheless, this solution requires that message
integrity is (end-to-end) preserved, otherwise a malicious
broker can easily change the counter, thus making the attack
undetectable.

However, even in the absence of a solution that ensures the
end-to-end integrity of messages, MQTT-A clients can take a
trivial countermeasure to detect whether they are victims of
active attacks. For instance, a publisher can (anonymously)
subscribe to the public broker, hosting the topic to which
it is publishing, to detect the presence of any unauthorized
tampering attempts in the path from the publisher to the public
broker. Obviously, this subscription can be done multiple
times. Indeed, because of the probability pf and the random
choice of peer brokers, each time the subscription path would
be different. This way, if the publisher sees the same messages,
that it published before, coming from at least one of the
subscription paths, then it can conclude that it is not a victim
of active attacks. Obviously, a similar solution can be also

employed by subscribers to detect attempts of active attacks
in the path from the public broker to themselves. Again, the
subscriber can make more than one subscription to the same
topic (thus exploiting different paths for each subscription).
This way, by comparing the received messages, it can detect
whether it is a victim of active attacks.

X. RELATED WORK

Security in MQTT is an open problem [52]–[54]. On the
one hand, implementing security mechanisms is crucial to
protect end-to-end clients. On the other hand, since MQTT is
adopted when constrained devices are involved [55], complex
security solutions cannot be applied. Therefore, MQTT does
not provide any built-in security mechanism.

A first issue regards confidentiality. The basic approach
consists of using TLS to establish secure channels [56].
However, it has a negative impact on performance and energy
consumption [57]. Therefore, more advanced solutions have
been proposed in the literature [14], [58]–[64].

Often, the confidentiality mechanisms are adopted to reach
also authorization (with a focus on access control) [65], [66].
A lot of works pursuing both authorization and confidentiality
are based on CP-ABE or KP-ABE [67]–[70]. Clearly, these
schemes differ from the standard ABE schemes since they are
tailored for being used by constrained devices.

Another security feature investigated in MQTT is au-
thentication [71]–[73]. For example, in [74], a multi-factor
blockchain-based solution for authenticating clients is pro-
vided.

The problem of privacy in MQTT [75], [76] is more related
to our work. An interesting solution aimed to obfuscate the
topics when public brokers are involved is provided in [77].
However, it requires pre-shared keys between clients making
this solution not compliant with more general scenarios (such
as that described in this paper) in which publishers and
subscribers do not know each other. The same consideration
applies for [76]. In principle, the above techniques aim to
protect the content of communication, while our proposal
is devoted to protecting peer identities. Clearly, the two
approaches are not in contrast and could be combined to obtain
a higher level of privacy.

The approaches so far described are all designed for an
MQTT-based scenario. There are some other approaches that,
even though not directly applicable to MQTT (but to the IoT
domain in general), are worth mentioning since they are related
to our proposal.

[78]–[80] belong to both privacy and access control cat-
egories. For example, [78] proposes a lightweight policy-
based privacy-preserving scheme that aims at giving users
control over their privacy by setting their own criteria for data
collection.

[81]–[83] belong to both privacy and authentication cat-
egories. Specifically, they propose an enhancement of the
authentication mechanism enabling the cloud server to au-
thenticate devices anonymously. However, unlike our proposal,
these solutions do not focus directly on the identification of
clients through network metadata, such as the IP address.
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TABLE III: Summary of the related literature

Categories References
Confidentiality [14], [56]–[64]

Authorization (access control) [65]–[70]
Authentication [71]–[74]

Privacy [75]–[83]
Anonymity [84] and our proposal

We would like to point out that, even though the above
solutions achieve different goals from ours, in principle, they
may be used in conjunction with MQTT-A to strengthen the
privacy protection offered to users. This will be the object of
future work.

The exact context in which our paper falls is anonymity,
in which the aim is to prevent the identification of clients
publishing or subscribing to some topics.

In the literature, to the best of our knowledge, no relevant
and complete proposal is available in this direction. The only
approach that presents some similarities with our proposal is
[84]. Therein, a Tor-like [34] solution is designed in which
clients connect to brokers through a path of intermediate
brokers that forward messages encrypted in Onion fashion.
Different from standard Tor, this approach does not require a
set-up phase to build a tunnel of brokers. Thus, the message
has to include the next broker (along with a Diffie-Hellman
(DH) parameter) in each layer of encryption. This may result
in a not negligible overhead in terms of the size of the packet.
Moreover, [84] assumes that the public DH parameter of each
broker is known in advance by MQTT clients. This is not
a trivial task, so a proper discovery protocol (similar to the
one proposed in this paper) should be provided. Finally, the
approach proposed in [84] suffers from high computational
overhead, as reported in the introduction (for standard Tor
and I2P), because of the layered encryption. Indeed, it may be
not acceptable for resource-constrained MQTT clients. Such
aspects have not been considered in [84]. Indeed, in the short
paper, only the rough idea of the approach is presented with-
out providing any implementation or experimental validation.
Furthermore, no discovery protocol and no security analysis
are included.

We summarize the literature mentioned in this section in
Table III.

XI. CONCLUSIONS

Nowadays collecting IoT data allows companies to improve
the service they offer to their customers. To this aim, for in-
stance, companies can massively collect data from smart home
devices. However, this also allows companies to track and
profile users since IoT devices may reveal their behaviors and
preferences. Of course, this represents an important privacy
issue. One way to ensure users’ privacy, while preserving the
right of companies to collect data, is to have users’ IoT devices
communicate with companies anonymously.

This is exactly the contribution of this paper. Specifically,
our work regards the MQTT protocol, since it is very often
employed in collecting users’ personal data via resource-

TABLE IV: Abbreviation Table

Abbreviation Definition
AWS Amazon Web Services

CP-ABE Cypher-Policy Attribute-Based Encryption
DH Diffie-Hellman

IP address Internet Protocol address
KP-ABE Key-Policy Attribute-Based Encryption
MQTT Message Queue Telemetry Transport

MQTT-A Anonymous Message Queue Telemetry Transport
P2P Peer to Peer
QoS Quality of Service
RTT Round-Trip Time
WSN Wireless Sensor Network

constrained devices in various contexts such as smart homes,
and smart cities.

In this paper, we proposed a P2P anonymous network
to prevent the identification of MQTT clients. The idea is
to propagate publish/subscribe messages through a random
path of intermediate bridge brokers so that the final public
broker cannot identify the actual sender. An important feature
achieved in this proposal is that all the messages are ex-
changed by following the standard MQTT protocol in bridging
mode. This allows us to apply our solution without requiring
infrastructure changes to the standard MQTT architecture.
The experimental validation shows that there exists a trade-
off between security and latency. Moreover, no relevant price
has to be paid in terms of goodput in case of good network
conditions. The above anonymity goal is reached in the paper
also by providing a discovery protocol allowing clients to
know the public brokers and the topics they offer. This is very
important when anonymity of clients is pursued since they
cannot expose their interest in topics. Again, also this protocol
is performed entirely using the standard MQTT primitives.
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